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what about loops?

Symbolically execute each statement in the program

Treat loops as a fixpoint problem
* If the inputs to a statement change, re-execute statement

* Keep going until inputs stop changing

Claim: this will handle loops

Claim: inputs will eventually stop changing



next: loops and fixpoints



